Program 1:

Using OpenCV in python read and display an image

**import** cv2

img **=** cv2.imread("geeksforgeeks.png", cv2.IMREAD\_COLOR)

cv2.imshow("image", img)

cv2.waitKey(0)

cv2.destroyAllWindows()

img.shape

**Matplotlib library uses RGB color format to read a colored image. Here we are demonstrating an example of reading an image using this library.**

**import** numpy as np

**import** matplotlib.pyplot as plt

img**=**cv2.imread("geeks.png")

#Displaying image using plt.imshow() method

plt.imshow(img)

**See the difference in colors of images read by cv2 and matplotlib library. Because cv2 uses BGR color format and matplotlib uses RGB color format. To convert BGR to RGB, we us a function**

**import** numpy as np

**import** matplotlib.pyplot as plt

img**=**cv2.imread("geeks.png")

# Converting BGR color to RGB color format

RGB\_img **=** cv2.cvtColor(img, cv2.COLOR\_BGR2RGB)

#Displaying image using plt.imshow() method

plt.imshow(img)

program 2

Opening in grayscale mode

**import** cv2

# path

path **=** r'geeksforgeeks.png'

# Using cv2.imread() method

# Using 0 to read image in grayscale mode

img **=** cv2.imread(path, 0)

# Displaying the image

cv2.imshow('image', img)

cv2.waitKey(0)

cv2.destroyAllWindows()

|  |
| --- |
|  |

Program 3

method is used to display an image in a window.

# importing cv2

**import** cv2

  # path

path **=** r'C:\Users\Rajnish\Desktop\geeksforgeeks.png'

  # Reading an image in default mode

image **=** cv2.imread(path)

  # Window name in which image is displayed

window\_name **=** 'image'

  # Using cv2.imshow() method

# Displaying the image

cv2.imshow(window\_name, image)

  #waits for user to press any key

#(this is necessary to avoid Python kernel form crashing)

cv2.waitKey(0)

  #closing all open windows

cv2.destroyAllWindows()

example 2

# importing cv2

**import** cv2

 # path

path **=** r'C:\Users\Rajnish\Desktop\geeksforgeeks.png'

  # Reading an image in grayscale mode

image **=** cv2.imread(path, 0)

  # Window name in which image is displayed

window\_name **=** 'image'

  # Using cv2.imshow() method

# Displaying the image

cv2.imshow(window\_name, image)

  # waits for user to press any key

# (this is necessary to avoid Python kernel form crashing)

cv2.waitKey(0)

# closing all open windows

cv2.destroyAllWindows()

program 4

**Python OpenCV | cv2.copyMakeBorder() method**

**OpenCV-Python** is a library of Python bindings designed to solve computer vision problems. cv2.copyMakeBorder() method is used to create a border around the image like a photo frame. 

# importing cv2

**import** cv2

  # path

path **=** r'C:\Users\Rajnish\Desktop\geeksforgeeks\geeks.png'

  # Reading an image in default mode

image **=** cv2.imread(path)

  # Window name in which image is displayed

window\_name **=** 'Image'

 # Using cv2.copyMakeBorder() method

image **=** cv2.copyMakeBorder(image, 10, 10, 10, 10, cv2.BORDER\_CONSTANT, None, value **=** 0)

 # Displaying the image

cv2.imshow(window\_name, image)

# program 5

# Python | Image blurring using OpenCV

**import** cv2

**import** numpy as np

image **=** cv2.imread('[C://Geeksforgeeks//image\_processing//fruits.jpg](c://Geeksforgeeks/image_processing/fruits.jpg)')

cv2.imshow('Original Image', image)

cv2.waitKey(0)

# Gaussian Blur

Gaussian **=** cv2.GaussianBlur(image, (7, 7), 0)

cv2.imshow('Gaussian Blurring', Gaussian)

cv2.waitKey(0)

# Median Blur

median **=** cv2.medianBlur(image, 5)

cv2.imshow('Median Blurring', median)

cv2.waitKey(0)

# Bilateral Blur

bilateral **=** cv2.bilateralFilter(image, 9, 75, 75)

cv2.imshow('Bilateral Blurring', bilateral)

cv2.waitKey(0)

cv2.destroyAllWindows()

# program 6

# Image Processing in Python Scaling, Rotating

**import** cv2

**import** numpy as np

FILE\_NAME **=** 'volleyball.jpg'

**try**:

    # Read image from disk.

    img **=** cv2.imread(FILE\_NAME)

    # Get number of pixel horizontally and vertically.

    (height, width) **=** img.shape[:2]

    # Specify the size of image along with interploation methods.

    # cv2.INTER\_AREA is used for shrinking, whereas cv2.INTER\_CUBIC

    # is used for zooming.

    res **=** cv2.resize(img, (int(width **/** 2), int(height **/** 2)), interpolation **=** cv2.INTER\_CUBIC)

    # Write image back to disk.

    cv2.imwrite('result.jpg', res)

**except** IOError:

    print ('Error while reading files !!!')

**Rotating an image :-**  
Images can be rotated to any degree clockwise or otherwise. We just need to define rotation matrix listing rotation point, degree of rotation and the scaling factor.

|  |
| --- |
| **import** cv2  **import** numpy as np    FILE\_NAME **=** 'volleyball.jpg'  **try**:      # Read image from the disk.      img **=** cv2.imread(FILE\_NAME)        # Shape of image in terms of pixels.      (rows, cols) **=** img.shape[:2]        # getRotationMatrix2D creates a matrix needed for transformation.      # We want matrix for rotation w.r.t center to 45 degree without scaling.      M **=** cv2.getRotationMatrix2D((cols **/** 2, rows **/** 2), 45, 1)      res **=** cv2.warpAffine(img, M, (cols, rows))        # Write image back to disk.      cv2.imwrite('result.jpg', res)  **except** IOError:      print ('Error while reading files !!!') |

# program 7

Image Processing in Python Shifting and Edge Detection

**Translating an Image :-**  
Translating an image means shifting it within a given frame of reference.

|  |
| --- |
| **import** cv2  **import** numpy as np    FILE\_NAME **=** 'volleyball.jpg'  # Create translation matrix.  # If the shift is (x, y) then matrix would be  # M = [1 0 x]  #     [0 1 y]  # Let's shift by (100, 50).  M **=** np.float32([[1, 0, 100], [0, 1, 50]])    **try**:        # Read image from disk.      img **=** cv2.imread(FILE\_NAME)      (rows, cols) **=** img.shape[:2]        # warpAffine does appropriate shifting given the      # translation matrix.      res **=** cv2.warpAffine(img, M, (cols, rows))        # Write image back to disk.      cv2.imwrite('result.jpg', res)    **except** IOError:      print ('Error while reading files !!!') |

**Output:**  
![](data:image/jpeg;base64,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)

**Edge detection in an Image :-**  
The process of image detection involves detecting sharp edges in the image. This edge detection is essential in context of image recognition or [object localization/detection](https://en.wikipedia.org/wiki/Object_detection). There are several algorithms for detecting edges due to it’s wide applicability. We’ll be using one such algorithm known as [Canny Edge Detection](https://en.wikipedia.org/wiki/Canny_edge_detector).

|  |
| --- |
| **import** cv2  **import** numpy as np    FILE\_NAME **=** 'volleyball.jpg'  **try**:      # Read image from disk.      img **=** cv2.imread(FILE\_NAME)        # Canny edge detection.      edges **=** cv2.Canny(img, 100, 200)        # Write image back to disk.      cv2.imwrite('result.jpg', edges)  **except** IOError:      print ('Error while reading files !!!') |

# Program 8

# Erosion and Dilation of images using OpenCV in python

# Python program to demonstrate erosion and

# dilation of images.

**import** cv2

**import** numpy as np

# Reading the input image

img **=** cv2.imread('input.png', 0)

# Taking a matrix of size 5 as the kernel

kernel **=** np.ones((5, 5), np.uint8)

# The first parameter is the original image,

# kernel is the matrix with which image is

# convolved and third parameter is the number

# of iterations, which will determine how much

# you want to erode/dilate a given image.

img\_erosion **=** cv2.erode(img, kernel, iterations**=**1)

img\_dilation **=** cv2.dilate(img, kernel, iterations**=**1)

cv2.imshow('Input', img)

cv2.imshow('Erosion', img\_erosion)

cv2.imshow('Dilation', img\_dilation)

cv2.waitKey(0)

program 9

Below is the Python code explaining Opening Morphological Operation –   
 Python program to illustrate

# Opening morphological operation

# on an image

# organizing imports

**import** cv2

**import** numpy as np

# return video from the first webcam on your computer.

screenRead **=** cv2.VideoCapture(0)

# loop runs if capturing has been initialized.

**while**(1):

    # reads frames from a camera

    \_, image **=** screenRead.read()

    # Converts to HSV color space, OCV reads colors as BGR

    # frame is converted to hsv

    hsv **=** cv2.cvtColor(image, cv2.COLOR\_BGR2HSV)

    # defining the range of masking

    blue1 **=** np.array([110, 50, 50])

    blue2 **=** np.array([130, 255, 255])

    # initializing the mask to be

    # convoluted over input image

    mask **=** cv2.inRange(hsv, blue1, blue2)

 # passing the bitwise\_and over

    # each pixel convoluted

    res **=** cv2.bitwise\_and(image, image, mask **=** mask)

    # defining the kernel i.e. Structuring element

    kernel **=** np.ones((5, 5), np.uint8)

    # defining the opening function

    # over the image and structuring element

    opening **=** cv2.morphologyEx(mask, cv2.MORPH\_OPEN, kernel)

    # The mask and opening operation

    # is shown in the window

    cv2.imshow('Mask', mask)

    cv2.imshow('Opening', opening)

    # Wait for 'a' key to stop the program

**if** cv2.waitKey(1) & 0xFF **==** ord('a'):

**break**

# De-allocate any associated memory usage

cv2.destroyAllWindows()

# Close the window / Release webcam

screenRead.release()

program 9

Below is the code for finding circles using OpenCV on the above input image.

**import** cv2

**import** numpy as np

# Read image.

img **=** cv2.imread('eyes.jpg', cv2.IMREAD\_COLOR)

# Convert to grayscale.

gray **=** cv2.cvtColor(img, cv2.COLOR\_BGR2GRAY)

# Blur using 3 \* 3 kernel.

gray\_blurred **=** cv2.blur(gray, (3, 3))

# Apply Hough transform on the blurred image.

detected\_circles **=** cv2.HoughCircles(gray\_blurred,

                   cv2.HOUGH\_GRADIENT, 1, 20, param1 **=** 50,

               param2 **=** 30, minRadius **=** 1, maxRadius **=** 40)

# Draw circles that are detected.

**if** detected\_circles **is** **not** None:

    # Convert the circle parameters a, b and r to integers.

    detected\_circles **=** np.uint16(np.around(detected\_circles))

**for** pt **in** detected\_circles[0, :]:

        a, b, r **=** pt[0], pt[1], pt[2]

        # Draw the circumference of the circle.

        cv2.circle(img, (a, b), r, (0, 255, 0), 2)

        # Draw a small circle (of radius 1) to show the center.

        cv2.circle(img, (a, b), 1, (0, 0, 255), 3)

        cv2.imshow("Detected Circle", img)

        cv2.waitKey(0)

|  |
| --- |
|  |